**DESIGN**

### CONCURRENCY CONTROL

In our project, we heavily rely on the use of java concurrency utilities, namely cyclic barriers, priority blocking queues, and reentrant read-write locks, as this was clearly not ruled out in the instructions. While we didn’t explicitly employ semaphores on their own, some of the utilities mentioned beforehand incorporate them, as well as other concurrency control mechanisms. In the following, we will explain how we used these tools to handle concurrency:

1. **CyclicBarrier(java.util.concurrent.CyclicBarrier)**  
   A cyclic barrier is „A synchronization aid that allows a set of threads to all wait for each other to reach a common barrier point. CyclicBarriers are useful in programs involving a fixed sized party of threads that must occasionally wait for each other. The barrier is called *cyclic* because it can be re-used after the waiting threads are released.“ (Oracle Docs).  
   This barrier allows us to synchronize the looped execution of several BankStaff threads with each other and with the general Bank thread, which contains the global timer variable. Since we know the number of threads beforehand (M+1), we have a *fixed* sized party of threads. The barrier basically forces this party of threads into a linear order of execution, since they have to wait for each other at certain points during their execution. Within the CyclicBarrier source code itself, ReentrantLocks are used are used to handle concurrent access.  
   Since our program contains several loops, it is particularly useful, that the barrier is *cyclic*, which is a contrast to, for example, a CountDownLatch. The following graphic gives a great overview how and where we used barriers to handle our threads.  
   ![](data:image/png;base64,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)
2. **PriorityBlockingQueue(java.util.concurrent.PriorityBlockingQueue)**  
   For job-handling, we rely on the use of the PriorityBlockingQueue class. All BanksStaff threads (Consumers) take jobs from these queues, while the Bank class (Producer) puts jobs into them. A PriorityBlockingQueue is „An unbounded blocking queue that uses the same ordering rules as class PriorityQueue and supplies blocking retrieval operations [...]“ (Oracle Docs).  
   At this point, the priority implementation is of no further interest to us, as it is only used later on in the bonus section, where we will go into more detail. For synchronization matters, it is import to understand the BlockingQueue interface. According to Oracle, the „BlockingQueue implementations are thread-safe. All queuing methods achieve their effects atomically using internal locks or other forms of concurrency control. [...] Note that a BlockingQueue can safely be used with multiple producers and multiple consumers.“ (Oracle Docs). This means, that the BlockingQueue basically works like the solution to the BoundedBufferProblem presented during lecture.
3. **ReentrantReadWriteLock(java.util.concurrent.locks.ReentrantReadWriteLock)**  
   For synchronizing access to companies’ bank accounts, we employ ReentrantReadWriteLocks. Every company instance is assigned with its own lock during construction. Threads that want to access a company’s account, must first acquire either the respective ReadLock or WriteLock, dependent on their task. These locks work exactly as the solution to the ReadersAndWriters problem presented in class, and their functionality should be well-known, so no further discussion is needed.

### OBJECTS

Our project consists of a total of eight .java classes. Below, we will explain each one’s purpose and its main functions (getter, setter, etc. are not considered main functions).

1. **Main**  
   Contains the well-known main(String[] args) function, starts the program by running the GUI Frame and the methods in BankFrame.
2. **BankFrame**  
   This class initializes the Graphical User Interface (GUI) using a JFrame to create the window and JPanels to control the window dynamically. The class also adds two buttons in the GUI that help the user control the program, and a text area where messages on the running of the program are printed. It uses the following methods:
   1. Public BankFrame()

Creates the application, calls initialize method.

* 1. Private void initialize()

Creates JFrame, JPanels, JButtons, JTextArea along with their properties and stylistic design (e.g. fonts and colors used). These are the building blocks of the GUI interface.

* 1. public void run(int chosenFileNumber)

This is the function invoked once the user selects a file number from the dropdown selection if the Start Business Day button is pressed. The selected file number is passed in as chosenFileNumber. From here FileScanner class is called, and the rest of the program starts running.

* 1. public static void printStream(boolean printStream)

The function activates the printStream that prints all the console messages to the JTextArea in the GUI Frame. However, if the user is in manual mode and chooses to run the program in the console then the else statement is executed and the printStream isn’t activated.

* 1. private static void updateTextArea(final String text)

Updates the JTextArea with messages from the console, if printStream is invoked.

* 1. private static void redirectSystemStreams()

Uses methods that forces program to print to frame instead of to the console.

1. **FileScanner**  
   Is used to read input from the .txt configuration files. Every time when we iterate over the tokens in the .txt-files, a new Scanner object is created to reset the iterator. This is more economical than to reset the scanner (which is also why Oracle didn’t even incorporate this function to begin with).
   1. public FileScanner(int chosenFileNumber)

Takes in the chosen file number from user in GUI frame as a parameter. If the chosen file is 1,2 or 3 then it creates the file name automatically and calls setup() and createEconomy(), effectively starting the running of the program. If chosen file is other, then the program enters manual mode, and the keyboard scanner opens, letting the user manually inputting a file manually. Once a valid file is selected (i.e. it exists in the resources folder), the user then has the option to continue in the console or print messages to frame.

* 1. private void setup()

Reads the configuration data (M, T\_d, T\_w, T\_b, T\_in, T\_out) at the beginning of each .txt-file and saves it in a global array. Since all the provided config-samples had this form, it is assumed that every configuration file contains these details in exactly this order.

* 1. private void createEconomy()

This is used to search the config-file for details on companies. Creates an instance of Company for every company specified in the configuration and stores it in a global array.

* 1. public PriorityBlockingQueue<Job> assignJobs(int timer)

This is very frequently invoked by the Bank class. Searches the config-file for jobs where the assigned time equals the timer-parameter, and creates Job instances if there are any. All created instances are stored in a PriorityBlockingQueue which is then returned to the caller.

* 1. public boolean isDone(int timer)

Is also invoked by the Bank class. Checks if all the entries in the config-file have been read. and returns a boolean variable depending on the result.

1. **Bank**  
   Is basically the most important class in the program. Contains and handles the global timer variable as well as the CyclicBarriers, both of which are used to synchronize the threads.
   1. public Bank(FileScanner reader)

Is used only once. Sets up all the variables in the class. The passed on reader instance is especially important, since the Bank class needs to have access to the config-file

* 1. public void doBusiness()

If Bank is the main class of the program, then this is its main method. Creates all other threads, reads input from the config-file (acts as a producer), assigns jobs, handles the timer, and determines when the program is done. For better understanding of this method, refer to the graphic presented in the CyclicBarrier subsection of the concurrency control section.

* 1. public void awaitBarrier(int barrierNo)

This is used to give everyone access to the CyclicBarriers. We created an extra method for this to make the source code more readable, since every await() instruction needs an extra try-multicatch surrounding it.

1. **BankStaff**  
   Implements the Runnable interface so it can run in parallel to the Bank thread. There are several instances of this, dependent on M.
   1. public BankStaff(int i, Bank bank)

Sets up an instance of BankStaff. i represents the tellerID, bank is used so this instance has a dynamic reference to Bank.

* 1. public void run()

Most important method in this class. This is basically the corresponding code to Bank’s doBusiness() method. Simulates how tellers handle jobs and customers. Same as in Bank doBusiness(), refer to the graphic provided earlier to get a better understanding of this method

1. **Job**  
   There is one instance of Job created for every job in the config-file. Every instance contains a lot of information which is set when the constructor is called. Implements the Comparable interface, which, in combination with PriorityBlockingQueue, is used for one of the bonus points.
   1. public Job(...)

Creates an instance of Job. Needs a lot of information and dynamic references in order to function properly.

* 1. public void setAdmitted(int admitted, BankStaff teller)

When a teller starts to process a Job, admitted is set as the current timer and a dynamic reference to said teller is created.

* 1. public void execute(int timer)

This is used to pass a task BankStaff to Employee for execution

1. **Employee**  
   Instances of Employee are created within FileScanner every time a customer comes to the Bank.
   1. public Employee(int ID, Company employer)

The constructor is called from within the FileScanner class and assigns every employee his own ID. Furthermore, a dynamic link to an instance of company is created.

* 1. public void doTask(...)

This is called from within Job and signals that the employee can now execute his task. The function is overloaded with a lot of parameters that contain information about the Job, as well as a dynamic link to the teller that supervises the action. Calls the action which is defined in transactionType.

* 1. private void withdraw(...)

Is called from doTask and executes a withdraw command. For this, a WriteLock from the associated company is acquired, then the method forces the thread to idle for a while to simulate the transaction time. Once the transaction is done, the lock is released.

* 1. private void deposit(...)

Is called from doTask and executes a deposit command. For this, a WriteLock from the associated company is acquired, then the method forces the thread to idle for a while to simulate the transaction time. Once the transaction is done, the lock is released.

* 1. private void checkBalance(...)

Is called from doTask and executes a checkBalance command. For this, a ReadLock from the associated company is acquired, then the method forces the thread to idle for a while to simulate the transaction time. Once the transaction is done, the lock is released.

1. **Company**  
   Instances of Company are created at the beginning of the program within the FileScanner class. Each company has a balance, a distinct number and a ReentrantReadWriteLock which is used to protect access to its account (balance).
   1. public Company(int companyNo, int balance)

The constructor assigns values to the global variables and creates a lock object.

### PSEUDO CODE

**public class Main {**

public static void main(String[] args) {

//RUNS THE GUI FRAME

}

}

**public class Bank {**

**public Bank(...) {**

//CONSTRUCTOR; SETS UP CLASS

}

**public void doBusiness() {**

for(EVERY BANKSTAFF) {

//START THREAD

}

while(PROGRAM NOT DONE) {

awaitBarrier(1);

for(EVERY BANKSTAFF) {

//COUNTS HOW MANY TELLERS ARE BUSY

}

for(EVERY JOB IN QUEUE) {

//DECREMENT QUEUEING TIME

if(JOB ARRIVED IN QUEUE AND TELLER AVAILABLE) {

//REMOVE FROM QUEUE AND ADD TO SCHEDULE

}

}

//READ JOBS FROM CONFIG TO TEMP QUEUE

for(EVERY JOB IN TEMP QUEUE) {

if(TELLER AVAILABLE) {

//ADD JOB TO SCHEDULE

} else {

//ADD JOB TO QUEUE

}

}

awaitBarrier(2);

if(EVERYTHING IS DONE) {

//SET PROGRAM DONE TRUE

}

awaitBarrier(3);

//INCREMENT GLOBAL TIMER

awaitBarrier(4);

if(PROGRAM DONE) {

//EXIT LOOP

}

}

}

**public void awaitBarrier(int barrierNo) {**

switch(barrierNo) {

//CALLS AWAIT() ON THE SPECIFIED BARRIER

}

}

}

**public class BankFrame {**

**public BankFrame() {**

//CONSTRUCTOR; SETS UP CLASS

}

**private void initialize() {**

//CREATES BUTTONS, TEXT AREAS, MENUS; PLACES THEM IN FRAME

}

**public void run(...) {**

//RUNS THE CHOSEN CONFIG FILE IN BANK

}

**public static void printStream(...) {**

if (PRINT STREAM TRUE ) {

//REDIRECT TO PRINTSTREAM

} else {

//PRINT TO CONSOLE

}

}

**private static void updateTextArea(...) {**

//UPDATE THE TEXT IN TEXTAREA

}

**private static void redirectSystemStreams() {**

//REDIRECT TEXT OUTPUT FROM CONSOLE TO SWING INTERFACE

}

}

**public class BankStaff implements Runnable {**

**public BankStaff(...) {**

//CONSTRUCTOR; SETS UP CLASS

}

@Override

**public void run() {**

while(true) { //MAIN LOOP FOR TELLER

if(TELLER IS BUSY) {

if(ASSIGNED TASK COMING FROM QUEUE) {

//DECREMENT QUEUE TIMER

} else {

//EXECUTE ASSIGNED TASK

}

employer.awaitBarrier(1);

employer.awaitBarrier(2);

if(TELLER NOT BUSY){

//TRY TO ACQUIRE JOB

if(JOB ACQUIRED) {

//ASSIGN TASK TO TELLER

}

}

employer.awaitBarrier(3);

employer.awaitBarrier(4);

if(PROGRAM IS DONE) {

//END THREAD

}

}}}

**public class Job implements Comparable<Job> {**

**public Job(...) {**

//CONSTRUCTOR; SETS UP CLASS

}

**public void setAdmitted(...) {**

//ASSIGNS TELLER AND ADMITTED TIME TO JOB

}

**public void execute(...) {**

//HANDS TASK TO EMPLOYEE FOR EXECUTION

}

@Override

**public int compareTo(...) {**

//RANK JOBS AGAINST EACH OTHER

}

}

**public class FileScanner {**

**public FileScanner(...) {**

do {

//ASKS WHICH CONFIG FILE SHOULD BE RUN

} while(NO LEGAL SELECTION);

do {

//ASKS IF PROGRAM SHOULD BE RUN IN INTERFACE OR CONSOLE

} while(NO LEGAL SELECTION MADE);

//READS CONFIG AND SETS IT UP

//CALLS SETUP

//CALLS CREATE ECONOMY

}

**private void setup() {**

//CREATE ARRAY

while(ITERATE THROUGH CONFIG) {

//READ M, T\_D, T\_W, T\_B, T\_IN, T\_OUT FROM CONFIG

}

}

**private void createEconomy() {**

while(ITERATE THROUGH CONFIG) {

//READ HOW MANY COMPANIES THERE ARE

}

//CREATE ARRAY

while(ITERATE THROUGH CONFIG) {

//CREATE INSTANCES OF COMPANY AND PLACE THEM IN ARRAY

}

}

**public PriorityBlockingQueue<Job> assignJobs(...) {**

while(ITERATE THROUGH CONFIG) {

if(NEXT OBJECT IS JOB) {

if(OBJECT IS JOB WITH CURRENT TIME) {

//CREATE INSTANCE OF EMPLOYEE

//DETERMINES TYPE OF JOB

//CREATE NEW JOB

} else if(OBJECT IS JOB WITH FUTURE TIME) {

//EXIT LOOP

}

}

}

//RETURN ALL FOUND JOBS WITH CURRENT TIME

}

**public boolean isDone(...) {**

while(ITERATE THROUGH CONFIG) {

//COUNT NUMBER OF JOBS IN CONFIG

}

while(ITERATE THROUGH CONFIG CONFIG) {

//COUNT HOW MANY JOBS ARE ALREADY DONE

}

if(NUMBER OF JOBS EQUALS NUMBER OF DONE JOBS) {

//ALL JOBS ARE READ FROM CONFIG

}

//RETURN RESULT

}

}

**public class Employee {**

**public Employee(...) {**

//CONSTRUCTOR; SETS UP CLASS

}

**public void doTask(...) {**

//DETERMINES TRANSACTION TYPE AND CALLS APPROPRIATE METHOD

}

**private void deposit(...) {**

while(NO LOCK) {

if {

//TRIES TO ACQUIRE WRITELOCK FROM COMPANY

} else {

//WAIT FOR ONE TURN

}

}

while(JOB IS NOT DONE) {

//WAIT FOR ONE TURN

}

//DEPOSIT INTO ACCOUNT  
 //RELEASE LOCK

}

**private void withdraw(...) {**

while(NO LOCK) {

if {

//TRIES TO ACQUIRE WRITELOCK FROM COMPANY

} else {

//WAIT FOR ONE TURN

}

}

while(JOB NOT DONE) {

//WAIT FOR ONE TURN

}

//WITHDRAW FROM ACCOUNT

//RELEASE LOCK

}

**public void checkBalance(...) {**

while(NO LOCK) {

if {

//TRIES TO ACQUIRE READLOCK FROM COMPANY

} else {

//WAIT FOR ONE TURN

}

}

while(JOB NOT DONE) {

//WAIT FOR ONE TURN

}

//CHECK BALANCE OF ACCOUNT

//RELEASE LOCK

}

}

**public class Company {**

**public Company(...) {**

//CONSTRUCTOR; SETS UP CLASS

}

}

### BONUS POINTS

1. **You can develop a reasonable method so that all the customers get served in the shortest amount of time;**  
   Our program contains two methods which try to assure that every customer gets served in the shortest time possible. These two methods are the ReentrantReadWriteLock and the PriorityBlockingQueue.  
   The ReentrantReadWriteLock gives threads, which only wish to check the balance of a company, the ability to access the company’s account concurrently, which speeds up the program in general.  
   The PriorityBlockingQueue imposes a FCFS rule on employees arriving at the bank. We chose FCFS because we wanted to achieve a minimal average turnaround time, a goal which a real world bank would probably pursue as well. SJF would have been a possibility as well, but since we did not have an easy way to implement aging, starvation was a serious problem when applying this algorithm.
2. **The system comes with a nice interface to illustrate the process;**

We implemented a GUI interface to make it easier to use our program and improve the user experience. The interface uses a JFrame to create the window and JPanels to control the window dynamically. The class also adds two buttons that help the user control the program, and a text area where messages on the running of the program are printed. The text area implements the JScroll option: this is a useful design feature, allowing the user the ability to scroll within the text area.

1. **You implement creative/innovative way of applying synchronization.**

We achieve synchronization mainly through the use of CyclicBarriers. We figured that, within the scope of the lecture, this qualifies as an innovative way of achieving synchronization, since we did not learn about this before. We only discovered this utility while exploring the java concurrency utensils, so it was new to us.